Abstract: In this work we describe a method for gathering requirements and synthesizing the conceptual design of web applications. Our method emphasizes the importance of modeling user interaction and involving users in this process. It starts by capturing the requirements expressed in use cases and user interaction diagrams, a visual notation we propose to represent user-system interaction. These diagrams are also useful as a requirement validation tool and as input for obtaining the conceptual schema. We show how to derive user interaction diagrams from use cases and how to obtain a conceptual schema from these diagrams. Conceptual design is followed by navigation design, which is a crucial phase for the success of web application development. We finally describe how techniques used in this method can be extended specifically to support the navigational design stage.
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INTRODUCTION

The WWW has become one of the major platforms for the implementation of information systems. Together with its architecture, the WWW has also brought forth hypertext (or hypermedia) models, which support the design of how the user “navigates” through information. In fact, current applications exhibit a mixture of navigational and functional behavior, increasing the complexity of the design process. As a consequence, traditional software engineering methods when applied to WWW application design must be enriched to explicitly deal with navigation. In other words, besides conceptual design and the other known phases of the development cycle, such methods need to include a specific navigation design phase [18].

While conceptual design gathers the information and relationships that are meaningful in the application domain, navigation design deals with information content as presented in an application, including all the possible navigation paths that link contents to each other. Whereas traditional requirements elicitation is geared towards synthesizing conceptual and functional models, our goal here is to synthesize models in such a way as to facilitate navigation design as well.

In general, current methods for hypermedia applications design (OOHDM [22], RMM [11], EORM [16], HDM [8]) present both conceptual and navigation design phases. However, conceptual design for them is similar to what it is in general-purpose methods (Unified Process [15], Objectory [13], OMT [20], Booch Method [1], Fusion [4]). Therefore, they are not being particularly tuned to the navigation design phase.

In this paper, we present a method for the requirements gathering and conceptual design of web applications, with a strong emphasis on the characterization of user interactions. The proposed method is based on use cases [13] and scenarios [3], and promotes an intensive involvement of users. We also introduce User Interaction Diagrams as a diagrammatic modeling tool to represent the interaction between the user and the application. We believe that the proposed method, along with our diagrammatic tools, not only helps the designer to obtain a more reliable and complete conceptual schema, but also facilitates the accomplishment of the navigational design phase.

Since web-based applications are inherently interactive, and good web applications must make effective use of the hypertext paradigm [18], special care must be taken during interaction design in order to identify and make good use of navigation opportunities. It must be noticed, in this case, that navigation design involves defining the underlying information architecture the users will navigate in, and in this sense it is fair to claim that it is something other than “pure” interface design.

Consequently, the first important thing in navigational design is to distinguish which interactions will specifically require navigation from those that will require further user interaction design. Interaction is the communication activity that takes place between the user and the application [17], while navigation is the operation of following hypertext links associated to hypertext objects. Navigation is thus one of the possible types of operations triggered by interface operations.

Having defined which interactions are best cast as navigation steps, several aspects must be specified, such as: which collection of information items a current item belongs to; the kind of navigation through data items of a set (sequential, circular, via index); the decision if an index should be used to access a set of data items; the attributes used to represent an index; the ordering criterion of an index; and so forth. We believe that conceptual design should be based on techniques that can be extended and also used in the navigational design. The better the extensions, the easier it will be to accomplish navigational design. The method we propose here heads in this direction, since it allows navigational aspects to be easily incorporated to the models obtained at the conceptual design phase.

This paper includes four additional sections. Section 2 presents our method. Section 3 gives a brief description of relevant characteristics of the navigation design phase. Section 4 discusses related work. And finally section 5 presents our conclusions.

PROPOSED METHOD

In this section, we describe the method we are proposing for requirements gathering and conceptual design. The method is part of the Object Oriented Hypermedia Design Method, OOHDM [22]. Its main phases are shown in figure 1.

Requirements gathering is a new phase added to the original OOHDM, and will use the method and notation proposed in this work. The conceptual design phase produces a model of the application domain. This phase is also being improved in by features presented in this work. Navigation design defines the information content that will be presented in the application and the navigation structures that connects its parts. Section 3.1 presents more details about the navigation design. The abstract interface design phase defines the appearance of the navigational objects and interface objects. Implementation is finally the phase for the mapping of conceptual, navigation and interface objects onto implementation environment elements.

The requirements gathering stage presents the following phases: identification of actors and tasks, specification of scenarios, specification of use cases, specification of user
interaction diagrams, validation of use cases and user interaction diagrams. The conceptual design stage, in its turn, is carried out in a single phase: specification of the conceptual schema. Figure 2 shows the phases of the proposed method.

Figure 2 - Phases of the proposed method

We applied this method in a case study for CD selling in a virtual shop. A virtual shop must present the same basic functionality as traditional shops. Six people participated in the case study. Five of them regularly navigate the internet and sometimes shop online. One participant has never used the internet and only one participant is familiar with the techniques involved in this method. Participants produced 49 scenarios, from which 14 simple use cases and 4 parameterized use cases were derived by the application designer.

Requirements Gathering

*Identification of actors and tasks*

In this phase, the designer interacts with the domain in order to identify actors and tasks. This interaction is achieved through analysing documents and interviewing users. The main goal is to perceive and capture users needs.

First, the actors of the domain are identified. Actors are entities that exchange information with the application. An actor represents a specific role of a system user [15]. A user can have several roles, thus representing several actors.

It is important to identify the different types of actors because they generally don't participate in the same scenarios (although this may occasionally not be the case). Thus, only the relevant scenarios are discussed with each user.

An example of actor identified in the CD shopping domain is the *customer*. Customer is someone who buys CDs from a virtual shop. Another example to this domain is the *typist* responsible for entering the data related to the CDs. A user can simultaneously play the customer and typist role.

Secondly, for each type of actor, the tasks the web application must support are also identified in this phase. This identification will be useful when the users have to describe their scenarios.

To exemplify the task identification, some tasks of the type of actor *customer* are shown below:

- *Buying a CD based on the album’s title;*
- *Buying a CD based on the title of a song it contains;*
- *Searching the best selling CDs.*

When the name of the task is not enough to guarantee that one will understand it, it is necessary to give a little description of it. If a type of actor or task is incorrectly identified in this phase, it will be corrected during the next phase, namely the specification of scenarios.

*Specification of Scenarios*

In this phase, the scenarios describing the user tasks are specified. Scenarios are narrative descriptions of how the application may be used [3] and have to include the context in which they occur, their goal and a narrative of the sequence of actions performed [7]. Although they may be produced by users and designers alike (with different purposes), we will concentrate on those produced by users.

Each user specifies the scenarios that describe his tasks. If the user belongs to several classes of actors, the class of actor to which the scenario belongs must be identified. The user can describe the scenario textually or verbally. No matter what is the kind of the description given by the user, the designer should never interfere with it.

In order to help users identify their scenarios, designers can make use of the tasks identified in the previous modeling phase. Such tasks are useful when users don’t have any knowledge about scenarios or when they forget some cases of relevant scenarios. In our case study, all users, except one, didn’t know how to proceed to describe scenarios. It was then necessary to explain what a scenario is and show them examples. Some users also included the identified tasks earlier in their scenarios, but only when they thought such tasks were important.

In the following, a scenario specified by a user during our case study is presented. This scenario describes a user buying a CD based on the name of the artist.

**Scenario: Buying a CD based on the name of the artist.**

“I enter the name of the band or its initials (ex. “Ramones” or “Ra”) and the system gives me one or more bands whose names match with the given name. Then I select the band that I want and its CDs are presented along with each corresponding cover. If one is the CD I want, I then select the CD and it is added to my shopping basket. It would be interesting if the price of
the CDs was informed\(^1\). I can also buy several CDs if I wish just by clicking over the CDs I want.

**Specification of use cases**

A use case is a way of using the system [15]. Use cases deal only with the interaction between the user and the system or the information visible to the user. They don’t deal with the internal aspects of the system. They also don’t mean the same as scenarios do, since they represent an abstraction of the set of all possible scenarios dealing with the same tasks [21]. A scenario represents a specific instance of a use case [14].

Thus, the specification of use cases requires the grouping of all scenarios that have the same function. Scenarios that have the same function are grouped in one single use case. Since a scenario may address more than one task, it may belong to several use cases.

The description of a use case has to include the information presented in all related scenarios. Therefore, the scenarios described by the users can have information that is not relevant, having only a complementary role. So, the designer is responsible for the identification of the relevant information. Note that the information selected by the designer is bound to a set of data items. Therefore, to identify the relevant information means to select which data items are relevant to the user.

In order to specify a use case, we do the following:

- Identify the data items exchanged in the interaction between the user and the application. Generally these data are represented by nouns, but it is important to get only the nouns that have clear and well defined semantics;
- Considering the data items exchanged, identify which are given by the user and which are returned by the application;
- Identify all the data items that are associated between themselves. These have to appear together in the use case text. For example, scenario 1 of user 1 says “…for each CD, its year, music content, availability and price are presented…” Therefore, the year, music content, availability and price have to be associated to compose the information about a CD;
- Identify the data items that are organized as a set. These appear in scenarios as a list of items, a characterized set, or they are written in the plural. In the text describing the use case, these data items have to be explicitly referenced as a set.
- The action sequences that appear in scenarios have to appear in use cases as well. If the action sequences of the scenarios are conflicting, it is necessary to define different use cases or talk to the users to resolve the conflict.
- The operations performed against the data items, generally represented by verbs, have to be included in the use cases.
- Since a use case is an abstraction of a set of scenarios, all instances presented in the scenarios must be generalized into the use case.

The designer can also derive new information [5] from that given by users. However, the designer must validate his interpretation with the users in the next phase of the method, namely the validation of the use cases.

In the following figure, the definition of the use case Select a CD based on the artist’s name is presented. All scenarios that deal with this subject are examined. We present only three of the scenarios that were actually examined. All the information included in the use case appears underlined.

---

**Scenario 1 – User 2: Buying a CD based on the name of the artist.**

“I enter the name of the band or its initials (ex. "Ramones" or "Ra") and the system gives me one or more bands whose names match with the given name. Then I select the band that I want and its CDs are presented along with each corresponding cover. If one is the CD I want, I then select the CD and it is added to my shopping basket. It would be interesting if the price of the CDs was informed. I can also buy several CDs if I wish just by clicking over the CDs I want.”

---

**Scenario 1 - User 6: Buying a CD of the Beatles.**

“I enter the name Beatles and I see all the CD’s they have recorded. I select the CD that I want and I see all the songs included in the album. If I want to listen to a song or read something about it, I select its name. All CD’s should have an indication of their price.”

---

\(^1\) Note that here the user is expressing a requirement or a wish, and not an action in the narrative.
There are situations in which it is better to separate certain action sequences of a scenario in different use cases, so that it can be referenced by several use cases. For instance, since many scenarios deal with the purchasing of a CD, it is better to separate the purchase sequence from the selection sequence. Thus, other scenarios belonging to other use cases that also deal with the purchasing can refer to the purchasing use case, avoiding duplicating that information.

| Use Case: Selecting a CD based on a given artist’s name. |
| Scenarios: 1.1 / 1.2 / 2.1 / 3.4 / 3.8 / 4.1 / 5.2 / 5.5 / 6.1 / 6.2 |
| Description: |
| 1. The user enters the name of the artist or part of the name. S/He can inform the year or period of the searched CD if s/he wants to. |
| 2. The system returns a set with the names of the artists matching the entry. If only one name of artist matches, the set of the CDs of this artist is directly shown (step 4). |
| 3. The user selects the artist of interest. |
| 4. The system returns a set with the CDs of the artist. For every returned CD, the title, name of the artist, year, price, availability and image cover are shown. |
| 5. The user can access more information about a CD if s/he wants (use case Show CD). |
| 6. If the user wishes to buy more than one CD, s/he selects the CD(s) and adds it (them) to the shopping basket to perform the purchase later (use case Purchase). |
| 7. If the user is interested in buying another CD of the same artist, s/he can return to the step 5. |

A list of scenarios is added to the description of the use case to facilitate the identification of the scenarios that belong to it. This list is composed by pairs (X,Y), where X is the identification number of the user and Y is the identification number of the scenario. For example, the first scenario of the user 1 (Buying a CD based on the name of an artist) is represented by 1.1.

A use case can also be incremented by information of other use cases or by using patterns [19]. For example, in the specification of the use case Selecting a CD based on a given artist’s name it was verified that a user can buy more than one CD. So, the possibility of buying more than one CD was also included in the use case Selecting a CD based on the album’s name.

Although the scenarios gathered in the previous phase describe a sequence of actions without problems, the designer should also include exception handling in the use case specification.

Parameterization of use cases

After the specification of all the use cases, they are parameterized. The use cases presenting the same interaction sequence, but with distinct information, can be represented as a single parameterized use case.

Parameterization of use cases facilitates validation. The designer carries on discussions with the users based on parameterized use cases instead of discussing several similar use cases one at a time. When necessary, the designer refers to the particularities of each individual use case.

The use case Selecting a CD based on a given parameter (artist’s name or composer’s name) represents the parameterization of the use cases Selecting a CD based on a given artist’s name and Selecting a CD based on a given composer’s name.

| Use Case B: Selecting a CD based on a given parameter |
| Parameters: artist’s name or composer’s name |
| Description: |
| 1. The user enters the name of the artist or part of the name. S/He can inform the year or period of the searched CD if s/he wants to. |
| 2. The system returns a set with the names of the parameter instances matching the entry. If only one instance matches, the set of the CDs of that is directly shown (step 4). |
| 3. The user selects the instance of interest. |
| 4. The system returns a set with the CDs of that instance. For every returned CD, the title, name of the artist, year, price, availability and image cover are shown. |
| 5. The user can access more information about a CD if s/he wants (use case Show CD). |
| 6. If the user wishes to buy more than one CD, s/he selects the CD(s) and adds it (them) to the shopping basket to perform the purchase later (use case Purchase). |
| 7. If the user is interested in buying another CD, s/he can return to the step 5. |

Specification of user interaction diagrams

Besides the textual description, we propose a graphical representation for the use cases by what we call user interaction diagrams. A user interaction diagram represents the interaction between the user and the application textually described in a use case. Note that this diagram describes only the exchange of information between the system and the user, without considering specific user interface aspects.

User interaction diagrams are built using the following notation:

Initial Interaction

Represents the beginning of the interaction between the user and the application.
Interaction

Represents one interaction between the user and the application. The information given by the user and returned by the application is shown inside the ellipse.

Optional Interaction

Represents an interaction that depends on the previous interaction. According to the previous result this interaction may occur or not. If it does not occur then the output of the previous interaction will be the input of the next interaction.

Interaction Alternatives

This representation is used when there are two alternative outputs from an interaction. The subsequent interaction depends on the elements or operation chosen by the user.

Data Entry

Represents mandatory data entered by the user.

Optional Data Entry

Represents optional data entered by the user.

Element and its data items

Represents an element and its data items. The data items are optional.

Element Set

... Element (data items)

Represents an element set. The data items associated to the element are also presented.

Specific Element

Element X

Represents the specific element selected or entered by the user in the previous interaction.

Text

XXXX

Represents some additional data that participates of the interaction.

Optional Text

xxxx *

Represents some optional data that participates in the interaction.

New Interaction

Represents a new interaction that occurs after the user has entered the required data and the application has returned other information in the previous interaction.

Selection of N Elements and New Interaction

N

Represents that N elements must be selected prior to the new interaction.

Call of Operation Z and New Interaction

(Z)

Represents that the operation Z must be called prior to the new interaction.

Selection of N Elements and Call of Operation Z and New Interaction

N(Z)

Represents that N elements must be selected and the operation Z must be called prior to the new interaction.

Selection of N Elements and Call of Operation Z

N(Z)

Represents that N elements can be selected and the operation Z called.

Call of operation Z

(Z)

Represents that the operation Z can be called. The calling is optional.

Figure 3 shows the user interaction diagram of the use case *Selecting a CD based on a given singer’s name.*

The ellipses represent the interaction between the user and the application. The interaction begins with the ellipse that has the arrow which is not connected to a source. In this example the user must enter the artist’s name (rectangle with a continuous line), while the year is optional (rectangle with a dashed line). Since the next interaction is optional we have two possibilities of interaction. If only one artist matches the artist’s name entered by the user then the optional interaction is skipped and the next interaction occurs, thus showing the set of CDs related to the matching artist. If several artists match with the artist’s name then the optional interaction occurs, then showing a set of artists and requiring the user to select only one artist. After that, the application shows the set of CDs related to the selected artist. For each CD the following data items are shown: title, artist’s name, year, price, availability and image.
cover. The line with the text 1..N (add to the shopping basket) means that 1 to N CDs can be selected and added to the shopping basket.

![User interaction diagram]

**Figure 3 - User interaction diagram**

A user interaction diagram is also specified for each parameterized use case. Figure 4 presents the user interaction diagram for the parameterized use case:

![User interaction diagram for a parameterized use case]

**Figure 4 - User interaction diagram for a parameterized use case.**

*Validation of the use cases and user interaction diagrams*

In this phase the designer interacts with each user to validate the use cases and user interaction diagrams. In order to do this the designer shows the use cases and their user interaction diagrams to verify if the users agree with them. If some use cases are parameterized then the resulting use case is discussed instead of the original use cases.

Each user validates only the use cases given by her/him and user interaction diagrams with the roles of actors s/he plays. During the validation of each use case and its user interaction diagram, the designer has to reference the scenarios of that user related with the use case. However, since the use cases contain information supplied by all users, it is possible that the use case being validated does not generalize any scenario described by that user or contains information not supplied by that user. In this case, the designer may ask the user if s/he agrees with the additional information gathered from other scenarios.

It is also important to explain the notation of the user interaction diagrams to the users. We observed that this notation is simple, since in our case study all users understood the meaning of diagrams without difficulty.

A table is used to track the modifications resulting from the use case validation with the users. Each column represents an interaction during the validation with a user. Each row represents a use case (and its user interaction diagram) validated with a user in a specific interaction. For each use case validated in an interaction, a tag records if the user agreed with it (OK), if it was modified by the user (X), if it was inserted in that interaction (I), if it was deleted in that interaction (D) or if it was not validated (-). A use case cannot be validated before being inserted, or after its deletion, or if the user validated another use case that parameterizes it, or yet if it was not modified since the last interaction with that user.

All parameterized and simple use cases must be inserted in the table because in any interaction a parameterized use case can be deleted. In this case, the original use cases will be validated instead of the parameterized use case.

Before beginning the validation with the next user, the use cases are modified according to the validation result of the previous user. For that reason, the ordering of the interactions with the users is recorded in the table.

Table 1 shows a sample of the table of modified use cases produced in our case study. In this table, 9 use cases were validated with 4 users. It registered 2 interactions with the user 2, 3 interactions with the user 3, 2 interactions with the user 1, 2 interactions with the user 4 and one intervention of the designer.

The intervention of the designer occurs when a specific modification in a use case and its user interaction diagram must also be propagated to several use cases. In this case, the designer does all the necessary modifications in the use cases before beginning the validation with the next user.

When a user gives a solution to a problem that is common to several use cases, those use cases and their user interaction diagrams are modified to incorporate the given solution. Therefore, in order to facilitate the validation with the users, only one of those use cases must be validated with the other users since that solution will be adopted in all remaining use cases. For example, during the validation of use case 7 with the user it was verified that the record company is one of the data items associated with CDs. Thus, the record company was added to others use cases. Note that those use cases did not need to be validated again.

The interactions with the users continue until an agreement is reached. If that does not happen, then the designer is forced to choose the solution that s/he
considers to be more satisfactory, otherwise more than one application must be defined. When the development time of the application is strict, the number of interactions may be previously determined to avoid compromising the schedule.

### Table 1 - Modified Use Cases

<table>
<thead>
<tr>
<th>Uses Cases Modificados pelos Usuários</th>
<th>U2</th>
<th>U3</th>
<th>U1</th>
<th>U4</th>
<th>Des</th>
<th>U3</th>
<th>U2</th>
<th>U1</th>
<th>U4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Use Case 1</td>
<td>x</td>
<td>ok</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Use Case 2</td>
<td>x</td>
<td>x</td>
<td>ok</td>
<td>ok</td>
<td>-</td>
<td>ok</td>
<td>-</td>
<td>ok</td>
<td>-</td>
</tr>
<tr>
<td>Use Case 7</td>
<td>x</td>
<td>ok</td>
<td>x</td>
<td>ok</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>ok</td>
<td>-</td>
</tr>
<tr>
<td>Use Case 11</td>
<td>ok</td>
<td>ok</td>
<td>x</td>
<td>ok</td>
<td>-</td>
<td>ok</td>
<td>-</td>
<td>ok</td>
<td>-</td>
</tr>
<tr>
<td>Use Case 12</td>
<td>ok</td>
<td>ok</td>
<td>ok</td>
<td>ok</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Use Case 13</td>
<td>ok</td>
<td>ok</td>
<td>ok</td>
<td>ok</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Use Case 14</td>
<td>1</td>
<td>ok</td>
<td>ok</td>
<td>ok</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Use Case A</td>
<td>-</td>
<td>ok</td>
<td>x</td>
<td>ok</td>
<td>x</td>
<td>ok</td>
<td>ok</td>
<td>ok</td>
<td>ok</td>
</tr>
<tr>
<td>Use Case D</td>
<td>-</td>
<td>E</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
</tbody>
</table>

### Conceptual Design

**Specification of the conceptual schema**

In this step, the conceptual schema is defined according to the following rules:

1. For each user interaction diagram define a class for each element, set element and specific element. For each defined class, assume the existence of an identifier attribute OID.

2. For each data item of the set elements that appears in each user interaction diagram, define an attribute according to the following:
   - Verify if the data item is functionally dependent\(^2\) on the attribute OID in each class, i.e., if OID \(\rightarrow\) data items. Verify if the data item is not transitively dependent on the OID. If these conditions are satisfied, then the data item must become an attribute of the class. Preferentially, the verification must begin in the class that represents the set because there is a higher probability that this data item will be an attribute of this class.

3. For each data item entered by the user, represented by an unique rectangle, define an attribute according to the following:
   - Verify if the data item is functionally dependent on the attribute OID in each class, i.e., if OID \(\rightarrow\) data items. Verify if the data item is not transitively dependent on the OID. If these conditions are satisfied, then the data item must become an attribute of the class. Preferentially, the verification must begin in the class that represents the set because there is a higher probability that this data item will be an attribute of this class.

4. For each attribute that appears in a different set from its class, define a relationship between its class and the class representing the set. It is also necessary to verify if this relationship is semantically correct (i.e. if it makes sense in the domain being modeled).

5. For each interaction change (represented by an arrow), if there are different classes in the source interaction and the target interaction, define a relationship between these classes. It is also necessary to verify if this relationship is semantically correct (i.e. if it makes sense in the domain being modeled).

6. For each operation that appears in the user interaction diagrams, define an operation in the correspondent class.

7. In the end of the process, remove each class that remains without attributes.

We present here the definition of the conceptual schema synthesized from the user interaction diagrams of the case study. The notation used to represent the conceptual schema is UML [2].

**Step 1:** Definition of the classes. In each user interaction diagram, a class was defined for each element, set element and specific element. The following classes were identified for each use case:

- **CD** (use cases 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13)
- **Song** (use cases 1, 3, 4, 5, 6, 7, 8, 9, 10, 11, 13)
- **Artist** (use cases 4, 7)
- **Type of music** (use case 7)
- **Composer** (use case 10)
- **Shopping Basket** (use case 12)
- **Purchase** (use case 2)

**Step 2:** Definition of the attributes.

A - The following attributes were identified from the information of the set elements of the user interaction diagrams:

- **CD**: title, year, price, availability, image cover, country, copies, price-offer.
**Step 3: Definition of the relationships.**

A - The following relationships were identified from the attributes belonging to distinct classes but that appears as information of the same element:

- Composer - Song
- CD - Artist
- CD - Shopping Basket
- CD - Type of music
- CD - Song
- Song – Artist

B - The following relationships were identified from the different classes presented in the source and target interactions:

- CD - Composer
- CD – Song
- CD – Artist
- Artist - Type of music

**Step 4: Definition of the operations.** The following operations were identified from the user interaction diagrams:

- CD: add to basket.
- Song: listen to sample.
- Artist: -
- Kind of music: -
- Composer: -
- Shopping Basket: -
- Purchase: -

Figure 5 shows the conceptual schema that results from these steps:

**TOWARDS NAVIGATIONAL DESIGN**

Before explaining how some conceptual techniques can be extended to support the navigational design, we describe briefly the navigation design phase of OOHDM. As explained in the introduction, the requirements specifications, and user interaction diagrams will also be used to synthesize the navigation design of the application. Since a complete description of this process is outside the scope of this paper (see [9] for more details), we give here only a brief explanation, in order to allow the reader to have a high level understanding of the whole process.

**OOHDM Overview**

After conceptual modeling and before implementation, OOHDM suggests two phases: navigational design and abstract interface design [18, 22]. The navigational design phase yields navigational classes, links, anchors, contexts and InContext classes. The abstract interface design specifies how these navigational objects will be perceived and presented.

Navigational classes hold the information contents the user navigates through. These navigational classes are seen as a view of the underlying conceptual classes, since a navigational class may not have all the information content of a conceptual class, or may join the contents of more than one conceptual class. The links and anchors related to the navigational classes are also defined in the navigational design.

Depending on the task to be performed, the user can navigate through different sets of objects of the navigational classes (navigation contexts). For example, the user could navigate through the CDs belonging to Beatles or the Rock CDs published in the current year. Thus, the "next" or "previous" object of a set of objects that belong to a navigational class depends on the context the user is navigating. So, each navigation context has its own internal navigational structure, an entry point and associated indexes.
It may also occur that the objects have specific information contents according to their navigational context. For example, if a CD is accessed in the context of “Rock CDs”, it also shows its singer’s photo and short biography; if this same CD is accessed in the context of “CDs by Singer”, this information is not shown. For this reason, InContext classes are defined to represent the different information contents that objects can present when accessed within particular navigation contexts.

The abstract interface design specifies how the navigational objects will be perceived and presented, and it also specifies the interface objects representing the interactions. It is important to distinguish the navigation objects and interaction objects.

From Conceptual Design to Navigational Design

The scenarios, use cases, user interaction diagrams and conceptual schema defined in the conceptual design phase constitute the input for navigational design. Scenarios are important since they hold information about navigation. As previously said, good hypermedia (and therefore, web-based) applications involve judicious use of navigation facilities. This means that some interaction steps should be mapped onto navigational steps. The navigation design phase aims at designing the navigation topology of the application. Consequently, use cases and user interaction diagrams must be extended to include navigational aspects. For example, to represent an index, the following symbol is added to the user interaction diagram:

Object (data items)

To represent a navigational step, the following symbol is used (instead of a full arrow representing interaction):

In order to differentiate the original User Interaction Diagrams from those extended with information about navigation, we call the later User Navigation Diagrams. Figure 6 shows a user navigation diagram that is an extension of the user interaction diagram presented in figure 3. In this diagram, we assume that there are indexes for artists, CDs and songs. The following attributes are used to select an element of these indexes, respectively: artist name, CD title and song title. In the user navigation diagrams, the ellipsis in front of an element name means that the set elements can be accessed without returning to the index. So, when a CD is accessed, the other CDs can be directly accessed without returning to the index. But when a track or song is accessed, to go to the next track it is necessary to return to the index. The textual description of the use case must also be modified to incorporate these navigational aspects.

User navigation diagrams are also validated with the help of the user. In the validation process, the designer asks the users about navigational aspects, for example, if a navigational context has an associated index and its internal navigation. The validation process is similar to that presented in the section 3.4. After the designer has validated the user navigation diagrams with the users, context schemas representing the navigational contexts and their access structures [22] are defined based in these user navigation diagrams.

Figure 6 – User navigation diagram

Figure 7 presents the context schema based on to the user navigation diagram shown in figure 6. Context schemas are complemented by context cards, that have additional information about the contexts, such as the internal navigational structure (sequential, circular, via index).

User Navigation Diagrams are also used to obtain the navigational schema due to the fact that, in the navigation design phase, some data items that do not appear as attributes of a specific conceptual class can become attributes of its corresponding navigation class. For example, although the singer name is an attribute only of the class Artist, it could also become an attribute of the navigation class CD during navigational design. This can be verified in the user navigation diagram, where the singer’s name appears as one of the data items presented with CD.

Figure 7 - Context schema

RELATED WORK

There are several approaches of requirements gathering using scenarios and use cases. In general, these approaches make use of scenarios and use cases in a different way of what we are proposing. We are not aware of any similar technique to user interaction diagrams for graphically representing the interaction specified in the use cases.

[7] presents an approach of HCI design oriented to web sites which is based on scenarios. Since this approach is applied to the redesign of an existing web site, the scenarios also describe interface and navigation aspects.
In [23], use cases are used to elicit the application requirements from the users. Scenarios are automatically generated from these use cases and are used to refine and validate the requirements.

[12] proposes an approach based on user stories and use cases for gathering the requirements. A user story can be seen as a simpler scenario, where an agent performs a physical action on an object. Thus, user stories contain, at least, an agent, an action and an object, and also include the intention of users. Use cases are specified from the user stories. The authors also rely on some experientialist concepts (stories, mental spaces, projection and blends) to aid the mapping between user stories and use cases. They propose a link among use cases and user stories to facilitate the access to the intentionality and motives. Once more, however, in both user stories and use cases, the interactions between the users and the system are specified as a textual description, i.e., there is no diagrammatic notation to represent the interaction nor guidelines to define the conceptual schema from the use cases as we do in our work.

In the Unified Process proposed in [15], the requirements are also defined by use cases. However, scenarios are not used to specify those use cases. In the initial phase, i.e. requirements gathering, user interface prototypes help to understand and specify the requirements. The authors do not propose any diagrams that focus specifically on the interaction between the user and application. The authors suggest that use cases can also be described by statechart diagrams, activity diagrams, collaborations, and sequence diagrams. We believe these diagrams rely on early decisions such as definition of the classes and attributes that shall have to be validated later in the process.

Interaction and collaboration diagrams [13] require the previous definition of the classes and their operations. Although interaction and collaboration diagrams are simpler than our user interaction diagrams, it is not easy to infer the navigation and user interface from these diagrams.

Activity diagrams [2] and Statechart diagrams [10], in turn, do not present all the information regarding the interaction between the user and the application, neither the user is referenced by the diagram.

Another known approach for requirement analysis is the use of DFDs as suggested by Modern Structured Analysis Techniques [24]. Although DFDs allow for the representation of the user as an external entity, all data repositories are defined against a co-existent conceptual model (e.g. entity-relationship diagram). Thus, such conceptual model and the corresponding DFDs will have to be validated later during the process. But, we agree that DFDs are useful to explicit the interactions (i.e. input and output) between process, although DFDs do not evidence the interactions with the user and can neither represent navigational aspects.

CONCLUSION

We have presented a method for requirements gathering, interaction specification and conceptual design of web applications. The basis of this method are scenarios, use cases and user interaction diagrams, a graphical notation proposed here. User interaction diagrams represent the interaction between the user and the application, and are used to validate use cases and constitute the basis for the definition of the conceptual schema. As shown in this paper, user interaction diagrams can also be extended to support navigation aspects.

User interaction diagrams were proposed to be used in a higher abstraction level, without be concerned on user interface and design details. When we specify a user interaction diagram we do not worry about the difference between navigation interaction and interface interaction. This difference will be treated later during the navigational design of a web application, when user navigation diagrams are specified. An accurate definition for the navigation interaction concept is crucial for a good navigational design, which in turn is crucial for a good web application design.

We have also proposed guidelines to define the conceptual schema from the user interaction diagrams. Some of these guidelines are based on the very known concept of functional dependency. The advantage in verifying these diagrams against functional dependencies to obtain a conceptual schema is that the information content is already validated. If we applied functional dependency check to the scenarios, the conceptual schema would have to be refined after validating use cases and user interaction diagrams.

The introduction of user interaction diagrams in the conceptual design stage and the corresponding user navigation diagrams in the navigational design stage is the key for the success of web application development and we believe that our method helps the designers to achieve this goal.

The proposed method was experimented only with OOHDM. But since it deals with the first phases of the development cycle, it can also be used with the other existing methods for hypermedia applications design (EORM, RMM, HDM).

We are also applying this method to a project with the Training Division of Petrobras, a Brazilian oil company. The site of this division is being redesigned. 26 users belonging to 6 types of actors have been interviewed and asked to describe scenarios. 122 scenarios were described and 52 use cases were specified. At the moment, we are about to define the conceptual schema based on the diagrams that represent these use cases.
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